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ABSTRACT 
 
This paper proposes a new lightweight handshake protocol implemented on top of the 

Constrained Application Protocol (CoAP) that can be used in device discovery and ensuring the 

IoT network security by autonomously managing devices of any computational complexity using 

whitelisting and blacklisting. A Physical Unclonable Function (PUF) is utilized for the session 

key generation in the proposed handshake protocol. The CoAP server performs real-time device 

discovery using the proposed handshake protocol, and anomaly detection using machine-

learning algorithms to ensure the security of the IoT network. To the best of our knowledge, the 

presented PUF-based handshake protocol is the first to performs blacklisting and whitelisting. 
Whitelisted IoT devices not displaying anomalous behavior can join and remain in the IoT 

network. IoT devices that display anomalous behavior are autonomously blacklisted by the 

CoAP server and are either disallowed from joining the IoT network or are removed from the 

IoT network. Simulation results show that amongst the five machine learning algorithms 

studied, the stacking classifier displays the highest overall anomaly detection accuracy of 

99.98%. Based on the results of the network simulation performed, the CoAP server is capable 

of blacklisting malicious IoT devices within the network with perfect accuracy.  
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1. INTRODUCTION 
 

IoT has gained immense mind share in both academic and industry alike over the past several 

years. In our everyday lives, IoT enables devices to be aware of their surroundings, efficiently 
communicate, and ultimately create a better environment for the people [1]. Devices from the 

same owner effectively forms a smart environment for that owner where each device can 

communicate and effectively combine their strengths to overcome their weaknesses [2]. To be 
able to recognize and utilize the potential of IoT, secure discovery and access control is essential 

[2]. However, these devices have differing computational complexities, and not all of them are 

equipped with means to prevent themselves from malicious malware. Many IoT devices are 

manufactured with inherent security vulnerabilities [3]. These vulnerabilities often pose a risk for 
the security of an entire IoT network that includes vulnerable devices[4]. In a centralized IoT 
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network, it is often the responsibility of the central entity to ensure the availability and security of 
the network[5]. 

 

This paper proposes a lightweight and secure handshake protocol that is computationally 

inexpensive and suitable for detection of IoT devices of any computational complexity for the 
purpose of device discovery and device management in an IoT network. A Physical Unclonable 

Function (PUF) is used in securely generating a session key by the IoT device. An autonomous 

anomaly detection, whitelisting and blacklisting approach is proposed to prevent unwanted or 
malicious devices from joining, re-joining, or remaining in the IoT network. IoT network 

simulation results are provided of the proposed handshake protocol, where the CoAP server in the 

network performs real-time autonomous anomaly detection using pre-trained machine learning 
(ML) algorithms. To the best of our knowledge, the handshake protocol proposed in this paper is 

the first to address both the computational complexity and security challenges of IoT devices in 

the device discovery utilizing PUFs and a whitelisting and blacklisting approach in autonomously 

ensuring IoT network security. The contributions of this paper are as follows. 
 

1. A new lightweight handshake protocol implemented on top of CoAP that utilizes PUFs to 

generate the secure session key, in addition to a whitelisting and blacklisting approach in 
ensuring IoT network security is proposed. To the best of our knowledge, this is the first 

PUF-based handshake protocol that performs blacklisting and whitelisting. The 

computationally inexpensive property of PUFs allows even the most basic IoT devices to 
access an IoT network by using the handshake protocol. 

2. The proposed protocol allows central or distributed authorities of the IoT network to 

establish negotiated communications, provide novel services, and autonomously prevent 

undesired devices from joining, re-joining, or remaining in the IoT network using 
whitelisting and blacklisting.  

3. This paper proves that the proposed handshake protocol is secure against our threat model, 

including Man in the Middle (MITM), forgery and replay based attacks, with a security 
analysis. 

4. The paper presents an IoT network simulation to test the effectiveness of the proposed 

handshake protocol. The simulation includes a CoAP server that performs real-time 

anomaly detection using pre-trained machine learning algorithms. The paper also provides 
different machine learning classifiers that can be used and presents a detailed discussion 

and analysis of which classifier ispreferable. 

5. Based on the analysis and network simulation performed, the handshake protocol proposed 
in this paper can easily be adapted to real-life IoT networks. 

 

The remainder of this work is structured as follows. Section 2 presents the existing approaches 
and related work. Section 3 presents a description and the security analysis of the proposed 

handshake protocol in detail. Section 4 presents the experimental work performed, namely the 

network simulation and its results. Finally, Section 5 discusses the conclusions of this work. 

 

2. RELATED WORK 
 

This section provides a summary of related work and discusses the differences between the 

proposed handshake protocol. 
 

In the Transport Layer Security (TLS) protocol, session keys are randomly generated by the 

client [6]. This approach is prone to replay and forgery attacks, which is dependent on how the 

client generates the random string. Compared to the TLS protocol, the proposed handshake 
protocol in this work offers a more lightweight and secure approach to mutual authentication by 
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generating session keys using a PUF and utilizing a whitelisting and blacklisting approach in 
autonomously ensuring IoT network security using machine learning.  

 

An approach to using PUFs to address the problems of low computational power of IoT devices 

is proposed in [7]. This work shows in detail the benefit of using PUFs to establish a secure 
session with IoT devices by comparing their proposed protocol with other existing solutions such 

as Datagram Transport Layer Security (DTLS) handshake protocol and User Datagram Protocol 

(UDP). The results indicate that with the use of PUFs, the authentication process results in a 
reduction in power of up to 45% by also using 12% less memory, compared with the existing 

solutions listed before. The authors propose a method of detecting artificially generated 

challenge-response pairs (CRPs) by using neural networks that their proposed verifier (server) 
uses to authenticate the nodes. By employing this technique, the server can detect malicious 

nodes that try to authenticate with the server by using replayed CRPs. However, the protocol can 

only authenticate existing and trusted nodes in the network; it does not utilize whitelisting or 

machine learning techniques for autonomous blacklisting of suspicious devices as proposed in 
this paper. Thus, it is not suitable for general and public use since it constrains the system from 

allowing new nodes to join the network. In contrast, the protocol presented in this paper, while 

keeping a record of previously explored nodes, allows new nodes to join the network and uses 
whitelisting and blacklisting techniques in ensuring the security of the IoT network. 

 

Lightweight key exchange protocols that use pre-shared secret symmetric keys are proposed in 
[8]-[9]. These protocols assume that one or more symmetric keys are readily available to the 

client and the server before the handshake protocol begins. However, this is not a secure or 

scalable approach since it requires every new client to obtain the shared keys a forehand and is 

prone to forgery and brute force attacks. In comparison, the proposed handshake protocol 
generates a secure session key on-the-fly without requiring pre-shared symmetric keys, as well as 

utilizing whitelisting and blacklisting in ensuring the network security. 

 
Lightweight key exchange protocols using mutual authentication are proposed in [10]-[11]. These 

protocols use PUFs not only for generating session keys, but also for registration and 

authentication purposes. However, these protocols do not study autonomous blacklisting 

techniques in ensuring the network security. The protocols store long-term keys to authenticate 
the server or a device, a process which requires extensive computation and data storage. Given 

the limited computational capability of IoT devices, the proposed protocol in this paper tries to 

minimize the computation required from the IoT nodes for server authentication. Thus, the 
proposed protocol in this paper authenticates the server with the help of a Certificate Authority 

(CA). However, using CA has its downsides as it requires the assumption that the CA will always 

be available since the protocol cannot be completed otherwise. Using CA for authentication also 
increases the communication flow required to perform the handshake. The proposed protocol in 

this paper performs the key exchange with 7 communication steps, whereas the protocol 

proposed in [11] only needs 3 communication steps for a registered user. However, unlike these 

PUF-based authentication and key exchange protocols, the protocol presented in this paper lets 
any user to initiate the key exchange without client registration or client verification processes. 

 

Similar handshake protocols are proposed in [12]. These protocols also utilize the low 
computational complexity of PUFs for IoT devices and provide detailed analysis in terms of 

computation, memory, and communication overhead. The results in [12] show that using PUFs 

for secure session generation is a suitable solution for IoT devices. Another protocol proposed in 
[13] can generate a secure session between IoT devices. This protocol uses a trusted and pre-

authenticated server for secure session generation, similar to the handshake protocol proposed in 

this paper, which uses a CA for server authentication. Results in [13] are also in agreement with 

the previous related work on showing the effectiveness of using PUFs instead of using existing 
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solutions. However, even though authors of [12] state that their proposed protocols can be 
adapted to real-life use cases, they do not provide a real experimental setup or a real time 

simulation to prove this statement. In contrast, this paper provides the results and details of a real 

time network simulation using the handshake protocol proposed to show that it can easily be 

adapted to real life use cases. 
 

[14] proposes a secure PUF based authentication and identity-based key exchange protocol 

suitable for a distributed IoT network. It differs from this work in that a certificate-less identity 
based key exchange approach is used, and that it does not study whitelisting and blacklisting in 

ensuring the network security. 

 
[15] proposes a lightweight mutual authentication protocol based on a new public key encryption 

scheme that uses the encryption scheme to transmit challenges and check whether the recipient 

can respond accordingly. The protocol is shown to have a performance significantly better than 

existing RSA and ECC based protocols. It does not require the use of a CA for authentication, as 
proposed in this paper. Additionally, whitelisting and blacklisting using ML techniques in 

ensuring the network security are not studied. 

 
In [16], a new lightweight mutual two-factor authentication mechanism is proposed, where an 

IoT device and server authenticate each other and establish a key exchange usingPUFs and a 

hashing algorithm. The main difference between this paper is that a CA is not utilized in mutual 
authentication, and whitelisting and blacklisting in ensuring the network security is not 

considered. 

 

[17] and [18] propose variations of the Datagram Transport Layer Security (DTLS) handshake 
protocols for IoT networks. [17] proposes a simplified version of the Datagram Transport Layer 

Security (DTLS) handshake protocol suitable for IoT devices for a general scenario of end-to-end 

communications based on software-defined networking (SDN). A controller is utilized in 
generating a symmetric key dynamically, then encrypting and distributing the key to two 

communicating IoT devices. Certificate verification is shifted from the IoT device to the more 

powerful controller, where the controller replaces the DTLS server to make a cookie exchange 

with the DTLS client. The computational overhead and the energy consumption in the IoT 
devices and the overall duration of the handshake protocol are shown to reduce.[18] separates the 

DTLS protocol into the handshake phase and the encryption phase, which is shown to enhance 

the performance in both the device and the network by using a way to delegate the DTLS 
handshake phase. The proposed scheme supports secure end-to-end communication despite using 

delegation. However, neither paper utilizes whitelisting or blacklisting methods in ensuring the 

network security, as proposed in this paper. 
 

[19] proposes a different fingerprinting approach for keeping a log of previously known clients 

and detect malware and other malicious processes trying to initiate a secure connection using the 

TLS handshake protocol before the secure session is established. The fingerprinting technique 
proposed in [19] uses the initial unencrypted hello message sent by the clients after the TCP 

connection is established. Since this message is unencrypted, TLS fingerprinting extracts 

metadata presented in the message and generates a fingerprint string using a pre-defined schema. 
After generating a fingerprint, the server then maps it to the client by keeping a dictionary of 

known fingerprint to client mappings. By doing so, the server can detect previously known or 

blacklisted clients trying to initiate a connection and take actions accordingly. However, it is 
stated that the TLS fingerprinting technique is not sufficient per se to profile clients effectively. A 

single fingerprint may map to tens or hundreds of unique clients. Thus, the TLS fingerprinting 

itself is often a poor indicator and additional information is required to increase its performance. 

The handshake protocol presented in this paper uses PUFs for both client fingerprinting and 
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session key generation. In order to verify the identity of a client, the server may log the 
challenges and the session keys used to create sessions and authenticate clients by sending the 

logged challenges. Since the clients in the proposed handshake protocol use their PUFs to 

generate the session keys, the client is expected to generate the same session key given the same 

challenge where only a specific client can create that unique session key due to how PUFs work. 
This approach is both more precise compared to [19], and it does not require additional 

information about the client for fingerprinting. Hence, it is more lightweight than TLS 

fingerprinting technique in [19] which puts additional computational overhead on the server. 
 

3. HANDSHAKE PROTOCOL 
 

CoAP is a specialized internet application layer protocol that allows constrained nodes to 

communicate with the Internet or with each other in a lightweight way suitable for IoT devices 
[20],[21], [22], [23]. CoAP provides a request, and response-based interaction model between 

nodes, while supporting built-in discovery of services and resources. It is designed to easily 

interface with HTTP to be used on the Web. The key features of CoAP that encouraged us to 
implement the proposed handshake protocol on top of it includes, but are not limited to [23]: 

 

1. Web protocol fulfilling machine-to-machine (M2M) requirements in constrained 
environments. 

2. Asynchronous message exchanges. 

3. Low header overhead and parsing complexity. 

 
PUF is a physical object that for a given input (challenge) produces an unclonable output 

(response) that serves as a unique identifier for that specific object [24]. The response generated 

by the PUF can also be called as the digital fingerprint of that object. This concept is often 
achieved by a semiconductor device such as a microprocessor. 

 

The inimitable feature gives PUFs an advantage over other hardware-based security concepts as 
even if the attacker has physical access to the device, they cannot clone its intrinsic properties 

[24]. Thus, PUFs enable us to perform device identification and authentication in a secure 

manner. It is also stated in [24] that PUFs provide a low-cost alternative when compared with the 

conventional methods for cryptographic key generation, making them a suitable solution for low 
complexity IoT devices. The handshake protocol presented in this paper utilizes PUFs to generate 

the secure session key. 

 

3.1. System and Adversary Model 
 

3.1.1. System Model 
 

The ideal model proposed in this paper assumes that the protocol is used to serve all devices 

ranging from high complexity power to lightweight IoT devices. The proposed ideal model 
scheme is depicted in Figure 1. The IoT devices generate the network traffic with the CoAP 

server after establishing the secure session using the proposed handshake protocol. The malicious 

devices are assumed to be able to listen every message within the network traffic and can also 
connect to the main server like other devices. All devices perform the key exchange protocol to 

achieve secure communication with the server. After concluding the handshake protocol, devices 

proceed to use the CoAP for secure communication. The proposed model does not assume 
initially trusted devices, so any device that can provide the necessary information during the key 

exchange protocol obtains a secure key to communicate. On the other hand, devices must verify 

the legitimacy of the server by sending the server’s certificate to the CA during the handshake 
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protocol. This verification process is assumed to be secure and encrypted between the device and 
the CA and its security is not within the scope of this paper. 

 

This delegated approach for IoT devices provides efficiency and consistency, which is crucial for 

use cases that require both communicational integrity and low computational power such as 
secure payment from IoT devices. The server adds to the IoT network the devices that 

successfully complete the handshake protocol. The server also performs autonomous real time 

anomaly detection on the IoT network traffic. Anomalous network traffic, which may pose a 
threat to the network, is detected by the server and the devices that produce the anomalous traffic 

are removed from the IoT network and recorded into the blacklist. Further network traffic from 

the devices within the blacklist is declined by the server. 
 

The proposed model provides a secure and lightweight solution for IoT device communication on 

CoAP. The key exchange message sizes are kept within the boundaries of the CoAP protocol. 

The model uses asymmetric encryption and decryption once to establish a secure communication 
channel with symmetric keys. 

 

3.1.2. Adversary Model 
 

The attacker model provided in[25]is assumed in this paper. The attacker can listen, replay, and 

create messages in the network, wherethe goals of the attacker are as follows: 
 

 To generate or obtain the key used in the session. 

 To acquire device information. 

 To obtain the confidential information shared within the communication. 

 

The aim is to provide a secure connection to any device that successfully performs the key 
exchange protocol. Therefore, the denial of service and jamming attacks are out of the scope for 

the key exchange protocol analysis. 

 

3.2. Protocol Description 
 

This section presents the proposed handshake protocol in detail. The protocol allows IoT devices 
to establish a secure session for communication by utilizing asymmetric encryption and physical 

unclonable functions. Clients and servers that follow the protocol can securely generate a one-

time session key to achieve end-to-end encryption for secure communication. Definition of 
acronyms used within this section are provided in Table 1. 

 

The server makes a lookup on the blacklist for the CID received from the client. If the CID is not 

blacklisted, the server generates a random nonce SN and XOR’s this with the CN0 to generate ch. 
The server then sends a response to the client’s initial hello message by a hello message of its 

own including SN, ch, and its sc. Upon receiving the servers hello message, the client first XORs  



Computer Science & Information Technology (CS & IT)                                              125 

 
 

Figure 1.  The proposed network model. 

 

the NS and the ch to reconstruct its CN0 and check if the server received and used CN0 when 

generating ch. If the client cannot reproduce its own CN0 from the ch and NS, the server is not 
trusted and the client terminates the protocol immediately, otherwise the protocol proceeds as 

normal. After obtaining the sc, the client checks its legitimacy through the CA. The client sends 

out a message containing the sc to the certificate authority along with NC1, to show that the 
communication between the client and the CA is live. The CA responds to the client by sending 

out a message saying either OK or NOK. If the client receives NOK from the CA, the server is 

not trusted and the client terminates the protocol immediately, otherwise if the client receives an 

OK, this means that the server is trusted, and the protocol may proceed to the session key 
generation phase. The communication between the client and the CA is assumed to be secure 

(e.g., TLS, pre shared key), and the security between the CA and the client is not within the scope 

of this paper. After the client confirms the identity of the server through CA, it will now generate 
the KS by using the ch. The client uses its PUF to generate the KS. The client directly uses the ch 

as an input for the PUF, generating a one-time and non-replicable session key KS. 

 
Table 1.  Definitions and acronyms. 

 
Acronym Definition 

CA Certificate Authority 

CID Client ID 

CN0 First Client Nonce 

CN1 Second Client Nonce 

SN Server Nonce 

ch Challenge 

sc Server Certificate 

SID Session ID 

KM Private Key 

KP Public Key 

KS Session Key 

N8 8 Bytes Nonce 

Di Device Information 
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The client then extracts the KP from the sc and sends the KSby encrypting it with the KP of the 
server. To prevent replay attacks, the client also includes the ch inside this message. The server 

then decrypts the session key by using its KM. At this point the server also generates a SID, by 

feeding the sum of CID, ch and KS to the SHA256 function. To ensure that the SID is unique every 

time, the server also inserts a random numeric value with a length of 8 bytes to the end of the 
output given by the SHA256 function. After obtaining the KS the server sends out a finished 

message to the client, encrypted with the KS. This finished message includes the newly generated 

SID, to prevent replay attacks. This point is very important as the client will decrypt the finished 
message of the server to confirm that the server received the KS, but more importantly that the 

server decrypted the message 5. If message 6 cannot be decrypted by the client using the KS, this 

may signal that the server either cannot decrypt the message 5 and is an untrusted server who 
does not have access to the KM, or either the message 5 or 6 has been tampered with. In either of 

these cases, the protocol is terminated and must be restarted from the beginning. If, however, 

message 6 can be decrypted by the client using the KS it sends out a final finished message back 

to the server which includes its device type and Operating System (OS), and the secure session is 
generated, and secure symmetric encryption is achieved. The ensuing session is continued using 

the KS as the symmetric key. 

 

3.3. Security Analysis 
 

Based on the model described, the security analysis of the proposed protocol is provided in the 
Section. The likelihood of an attacker breaking the security guarantees of the protocol to achieve 

his malicious goals is examined, where the analysis is based on the following assumptions:  

 
1. The signature scheme used by the protocol participants (server and client) and the CA is 

secure (it is impossible for the attacker to forge a signature without the private key). 

2. Both the server and client nonce is only picked twice with inconsequential probability. 
3. It is not possible to clone or copy the session key generation function used by an arbitrary 

client. 

4. The communication between the client and the CA is secure. 

 
Based on these assumptions, the proposed handshake protocol provides five guarantees. 

 

3.3.1. Guarantee 1 
 

If the protocol is completed successfully, a private session key is generated which is only known 

by the server and the client. For an attacker to gain access to the session key, the message 5 

which is carrying the encrypted session key created by the client must be decrypted. This 
message is encrypted by the server's public key and can only be decrypted using the server's 

private key. The only way for the attacker to decrypt this message is by creating the server’s 

private key. An attacker can never access the private key by assumption 1, so assuming the 
attacker cannot retrieve the physical storage of the server where the private key is stored, the 

attacker cannot decrypt the session key. 

 

3.3.2. Guarantee 2 

 

For both the client and the server, the protocol guarantees that mutual authentication is achieved. 

If an attacker creates a fake server, to proceed with the handshake protocol, he is required to 
provide the clients trying to connect his server with a signed certificate. Since a client confirms 

the identity of the server through the certificate authority, the two ways an attacker can pose as 

the real server is by creating or replaying an OK message in message 4 after the client presents 
the attacker’s certificate in message 3. The assumption 4 states that the session between client 
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and the certificate authority is secured. The attacker cannot create message 4 for an illegitimate 
certificate because message 4 is encrypted with unique session keys only known by the real 

server and the client. If the attacker replays the message 4, an arbitrary client receiving the 

message 4 will not obtain an OK message after decrypting it with its unique session key, because 

the encrypted OK/NOK message is unique for every client. 
 

3.3.3. Guarantee 3 

 
The protocol guarantees that a secure and unique session key is generated for each session. The 

attacker has two options for obtaining the session key: creating the message 5 or replaying the 

message 5. To replicate the session key for creating the message, the attacker needs the same key 
generation function and its unique parameters. These parameters are client nonce, server nonce 

and the timestamp information. Client nonce information is shared in messages 1 and 2. In the 

case of an attacker capturing both messages and obtaining client and server nonce, the attacker 

still cannot retrieve any information regarding the timestamp since the timestamp information is 
never shared in the protocol. By assumption 3, even when the attacker has the client nonce, server 

nonce and timestamp information, the attacker cannot replicate the key generation process 

because a PUF is used by the client to generate the session key. For a replay attack to work, the 
adversary must force both the client and the server to choose nonces to generate the same server 

challenge. The assumption 2 states that the probability of getting the same nonce values twice is 

negligible. Hence, the replayed challenge value cannot match with the current session challenge. 
Therefore, by replaying message 5, the attacker cannot get the expected response in message 6. 
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Figure 2.  Secure Session Key Generation Protocol using PUF 

 

3.3.4. Guarantee 4 

 
For the client, the protocol guarantees that the generated session is with the trusted server. After 

sending the encrypted session key to the server in message 5, client now listens for a message 

that is encrypted with the session key. If this message results in the string “finished” after 
decryption, client confirms that the server has the session key. An attacker trying to act as the 

server has two options: replaying the message or creating the message and sending it to the client. 

Each session has a unique session key that is sent encrypted through message 6. If the attacker 

replays the captured message 6, an arbitrary client will not obtain the “finished” message after 
decryption for the similar reasons explained in proof 3. Therefore, the Attacker cannot complete 

the key exchange protocol using a replay attack. To create message 6 the attacker needs the 

session key. The attacker cannot recreate the session because of assumption 3, the client 
generates the session key using a PUF. PUF is a physical entity, which resides within the client 

and its behavior can never be replicated by the attacker. Therefore, if the client receives message 

6, then the sender is guaranteed to be the trusted server and the real sender of the message. 
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3.3.5. Guarantee 5 
 

If the server receives the encrypted finished message, the client proves that it can use the session 

key it sent in the message 5. After sending the message 6, the server listens to an encrypted 

message from the client that reads as “finished” after decryption. An attacker trying to pose as the 
client has 2 options: replaying the or creating the message 7. Each session has a unique session 

key encrypted message 6.  If the attacker replays the captured message 7, the server will not 

obtain the “finished” message after decryption for the same reasons explained in proof 3. 
Therefore, the Attacker cannot complete the key exchange protocol using a replay attack. To 

create the message 7 the attacker needs the session key. By assumption 3, the attacker can never 

recreate the session key. Thus, the attacker cannot create the encrypted “finished” message. If the 
server successfully gets this message, it guarantees that the client which sent the session key can 

also use it. 

 

4. EXPERIMENTAL WORK 
 
This section will present information and discussion of the IoT network simulation performed to 

measure the effectiveness of the proposed handshake protocol in detail. The network simulation 

includes a central CoAP server and 30 IoT nodes. By utilizing the device information obtained 
through the handshake protocol, the server rejects certain devices and only allows devices which 

satisfy certain specifications to enter to the network. By performing autonomous real-time 

anomaly detection using machine-learning, the server aims to detect anomalous or malicious 

network traffic and block further network traffic generated by suspected malicious nodes. This 
section will provide the dataset used to train the classifiers, while also comparing five different 

machine learning classifiers, which were considered based on their performance and suitability 

for real-time anomaly detection. This section will also discuss the simulation environment, results 
obtained from the simulation, as well as how the preferred classifier performed on the simulation. 

 

4.1. The Dataset Description 
 

The IoTID20 dataset is used as the main source of data [26]. The data is generated from a 

common smart home setup where victim and attacking devices are present. The IoTID20 data 
contains over 625,000 instances which consists of 80 network features and 3 label features which 

can be seen below as:  

 

 Binary: Normal, Anomaly 

 Category: Normal, DoS (Denial of Service), Mirai, MITM (Man in the Middle), Scan 

 Subcategory: Normal, Syn Flooding, Brute Force, HTTP Flooding, UDP Flooding, ARP 
Spoofing, Scan Host Port, Scan OS 

 

[26] states that the most important benefit of the IoTID20 data is that it replicates a modern 

approach of IoT device communication, and it is among the few publicly available IoT intrusion 
detection datasets. The features present in the data is ranked using the Shapira-Wilk algorithm to 

measure the regularity of the distribution of instances with respect to the feature. They argue that 

more than 70% of the features ranked above 0.50 and state that these high ranked features will 
improve the classification capability of detection algorithms and techniques. To generate the data 

to be used for the network simulation, 20,000 instances were randomly chosen from each of the 

five main categories. To use the data within the network simulation, additional features were 

added which are not used by the classifiers during the training phase, and the dataset is revised to 
be compatible with the CoAP protocol. 

 



130   Computer Science & Information Technology (CS & IT) 

4.2. Machine Learning Techniques for Autonomous Anomaly Detection 
 

Machine learning is used for autonomous real-time anomaly detection in this work. Usage of 

machine learning classifiers for intrusion and anomaly detection for network security is 

thoroughly researched in the past decade [27], [28]. The classifiers studied in this paper include: 
 

 Random Forest (RF) 

 Decision Tree (DT) 

 Stacking 

 K-Nearest Neighbors (KNN) 

 Gaussian Naïve Bayes (GNB) 

 

DT, KNN and GNB classifiers are preferred due to their suitability for intrusion and anomaly 
detection [28], [29]. RF and Stacking classifiers are also included in this paper because they 

perform relatively well on the IoTID20 data as presented in [26]. The stacking classifier is used 

in this paper as the ensemble classifier. 
 

4.2. Performance Evaluation of the Classifiers 
 
The performance of each classifier on the test data can be seen from Table 2 and Table 3. It can 

clearly be seen that from the five different classifiers trained, the random forest, decision tree and 

the stacking classifiers performs the best on the IoTID20 data. The performance of the KNN 
classifier is similar with the RF and DT classifiers. However, it is stated in [30] that the KNN is 

not applicable for critical real time systems where high amounts of training samples are present. 

Furthermore, since the classification of a new instance 𝑥 requires the calculation of all the 

distances between 𝑥 and the training data in the KNN algorithm, it comes with a significant 
computational cost. Finally, the GNB classifier performed the worst considering the 

performances of other classifiers, as can be observed from Figure 3, Table 2 and Table 3. 

 
Considering only the best performing three algorithms, namely the RF, DT and stacking 

classifiers, for the network simulation purposes, the stacking algorithm was preferred in this 

paper. Although the stacking algorithm is an ensemble classifier and it requires more 

computational power and resources for training, the difference in performance between the 
stacking algorithm and other better performing classifiers cannot be neglected. Moreover, from 

Figure 3, it is observed that the stacking algorithm is by far the best classifier for detecting scan 

port OS attacks on the IoTID20 data, outperforming other classifiers drastically. 
 

Table 2.  Macro avg. performances of the classifiers trained on category as target label. 

 
Classifier Accuracy Precision Recall F-1 Score 

Random Forest (RF) 0.90 0.93 0.90 0.90 

Decision Tree (DT) 0.90 0.93 0.91 0.91 

Stacking 0.91 0.93 0.92 0.92 

K-Nearest Neighbor 

(KNN) 

0.87 0.91 0.87 0.86 

Naïve Bayes (GNB) 0.56 0.66 0.56 0.56 
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Table 3.  Macro avg. performances of the classifiers trained on subcategory as target label. 

 
Classifier Accuracy Precision Recall F-1 Score 

Random Forest (RF) 0.82 0.73 0.74 0.71 

Decision Tree (DT) 0.85 0.78 0.77 0.74 

Stacking 0.89 0.86 0.85 0.84 

K-N Neighbor (KNN) 0.78 0.71 0.72 0.69 

Naïve Bayes (GNB) 0.48 0.46 0.43 0.40 

 

 
 

Figure 3.  F1 Scores of the classifiers on the test data for subcategory label. 

 

The classification duration is also considered when choosing the classifier to use during the 
network simulation. The stacking algorithm takes 0.06 ms to classify a single instance, whereas 

the decision tree classifier takes only 0.01 ms. This is to be expected due to the stacking classifier 

being computationally more expensive, but the difference between the two is quite negligible for 

the network simulation performed in this paper. However, if the number of IoT devices were to 
increase considerably in the network, the CoAP server could experience problems detecting 

anomalous network traffic using the stacking algorithm in real time. In such a case decision tree 

classifier should be preferred to stacking classifier. 
 

4.3. Network Simulation 
 
The network simulation which uses the proposed handshake protocol presented in this paper is 

implemented on Python 3.7. To simulate the distributed network a single central CoAP server, 

another server to act as the CA, and 30 IoT devices as the client nodes were used. The IoT 
devices range from simple and lower complexity devices such as smart cameras, controller and 

hubs, smoke alarms and printers, to more complex devices such as laptops, PCs, phones, and 

tablets. Each of these devices are given a unique client ID as required within the handshake 
protocol. The simulation assumes that none of these devices are previously known by the CoAP 

server, and all of them are required to perform the handshake protocol with the server to join the 

IoT network securely. 

 
A total of 30 IoT devices are used to simulate the IoT network. Information and the assigned 

roles about these devices (see Table 4 and Table 5). 
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Table 4.  Low complexity IoT devices used within the network simulation. 

 
Device Name Type OS ID Role 

Amazon Echo Controller/Hubs Nan 1 Victim 

Belkin Motion Sensor Energy Management Nan 2 Victim 

LIFX Light Bulb Energy Management Nan 3 Victim 

iHome Power Plug Energy Management Nan 4 Victim 

Belkin Switch Energy Management Nan 5 Victim 

TP Link Power Plug Energy Management Nan 6 Victim 

Netatmo Camera Cameras Nan 7 Victim 

Nest Drop Camera Cameras Nan 8 Victim 

Samsung Smart Camera Cameras Nan 9 Victim 

TP Link Camera Cameras Nan 10 Victim 

HP Envy Printer Appliances Nan 11 Victim 

Pixstar Photo Frame Appliances Nan 12 Victim 

Triby Speaker Appliances Nan 13 Victim 

Withthings Sleep Sensor Health-Monitor Nan 14 Victim 

Blipcare BP Meter Health-Monitor Nan 15 Victim 

Netatmo Weather Station Health-Monitor Nan 16 Victim 

Nest Smoke Alarm Health-Monitor Nan 17 Victim 

Withthings Scale Health-Monitor Nan 18 Victim 

 
Table 5.  High complexity IoT devices used within the network simulation. 

 
Device Name Type OS ID Role 

Samsung Galaxy Tablet Tablet Android 19 Victim 

Android Phone Phone Android 20 Victim 

Laptop PC Ubuntu 21 Victim 

MacBook PC Mac OS 22 Victim 

Android Phone 2 Phone Android 23 Victim 

iPhone Phone iOS 24 Victim 

MacBook 2 PC Mac OS 25 Victim 

iPhone 2 Phone iOS 26 Malicious 

iPhone 3 Phone iOS 27 Malicious 

MacBook 3 PC Mac OS 28 Malicious 

Laptop 2 PC Windows 29 Malicious 

Laptop 3 PC Windows 30 Malicious 

 
After generating a secure session with the CoAP server using the proposed handshake protocol, 

each device starts generating a network traffic. The devices were split into malicious/anomalous 

and benign devices as stated before. Each packet sent by the IoT devices were chosen from 
within the test data as discussed within the dataset section. Each device picks a random packet 

information to send from within its assigned instances in the test data. For ease of implementation 

and simulation, the information about the packets picked and sent by the devices are known by 

the CoAP server. This information is used by the server to perform real time anomaly detection 
using the trained stacking classifier as discussed before. 

 

The CoAP server adopts a whitelisting approach. In the presented setup, higher complexity 
devices such as PCs, phones, laptops, and tablets are the whitelisted devices. As such, after the 

CoAP server receives the type and OS information of each device during the handshake protocol. 

The connection of devices which does not satisfy the whitelist policy described before are 

declined. Thus, the devices which satisfy the above conditions can generate a secure session with 
the CoAP server and are registered to the IoT network. Currently the type of a device and its 
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respective OS is enough to be added into the IoT network. However, more specific whitelist 
policies can easily be added to tend to different scenarios if needed. 

 

𝑓(𝑥) =
λ𝑥

𝑥!
𝑒−λ 

 
The network traffic each individual IoT device generates within the simulation follows a Poisson 

distribution. The Poisson distribution expresses the probability of a given number of events 

occurring in a fixed amount of time. It assumes that these events occur independently with a 
constant average rate. It is widely used for network and communication traffic simulations [31]. 

Poisson distribution can be expressed using the equation above where x denotes the number of 

occurrences and λ denotes the expected number of occurrences. A Poisson distribution with λ=3 

packets sent per second by each client is used for the network simulation in this paper. It is 
important to mention that the λ can be any value as long as the CoAP server can handle the 

generated network traffic. 

 
It is to be noted that the packet collision, loss, and faulty packets are omitted during the network 

simulation for convenience. The number of packets received by the CoAP server at each second 

throughout a 3-minute simulation can be seen from Fig. 4. The initial increase in the number of 
packets seen at the start of the simulation is due to each device performing the handshake 

protocol before being accepted to the IoT network. Due to the whitelisting policy, the connection 

of devices with IDs 1-18 are declined by the server during the handshake protocol. Thus, only the 

other 12 devices can join the IoT network and begin generating the network traffic. The number 
of packets at each second converges to around 36 as expected from 12 devices generating a 

network traffic based on a Poisson distribution with λ=3 packets sent per second.  

 

 
 

Figure 4.  Number of packets received by the CoAP server at each second. 

 

The CoAP server feeds the information about each packet within the IoT network traffic into the 

classifier for autonomous anomaly detection in real time. The binary performance of the 
classifier, which can be seen from Table 6, is measured as the classifiers ability to detect whether 

a packet is an anomaly or not. From Table 6, it is shown that the classifier performs almost 

perfectly when detecting anomalous packets, with a false negative rate of only 0.038%. The 

classifier classified some packets in the benign network traffic as anomalous, which can be seen 
from the misclassified instances detected from victim devices, yielding a false positive rate of 

1.702%. The overall accuracy of the classifier in the binary setting is 99.98%, misclassifying only 
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67 packets out of 6591 packets in the IoT network simulation. The CoAP server inside the 
proposed network simulation setup was able to blacklist all the malicious devices with perfect 

accuracy whereas none of the benign devices were blacklisted by accident.  

 
Table 6.  Performance of the classifiers on detecting anomalous packets correctly from each device. 

 

Device ID Total Packets Misclassified Packets Accuracy 

19 562 10 98.22% 

20 558 15 97.31% 

21 573 10 98.25% 

22 556 9 98.38% 

23 513 7 98.63% 

24 557 8 98.56% 

25 552 7 98.73% 

26 553 0 100.00% 

27 537 0 100.00% 

28 549 0 100.00% 

29 540 1 99.81% 

30 541 0 100.00% 

 
Table 7.  Performance of the classifiers on correctly classifying packets from each device. 

 
Device ID Total Packets Misclassified Packets Accuracy 

19 562 10 98.22% 

20 558 15 97.31% 

21 573 10 98.25% 

22 556 9 98.38% 

23 513 7 98.63% 

24 557 8 98.56% 

25 552 7 98.73% 

26 553 47 91.50% 

27 537 42 92.17% 

28 549 59 89.25% 

29 540 51 90.55% 

30 541 55 90.57% 

 
The classifiers performance on correctly classifying each packet can be seen from Table 7. 

Comparing both Table 6 and Table 7, since there is no additional classification of normal packets, 

the number of misclassified instances for victim devices remain the same. However, there are 

significantly more misclassified instances of the malicious devices. However, this does not mean 
that the classifier fails to detect anomalous packets, but rather fails to classify the type of the 

anomalies.  

 
Considering both Table 6 and Table 7, the ability to detect the anomalous packets in the network 

traffic is enough for the CoAP server to maintain the security of the IoT network, and the 

classification of anomalies is not a high priority. Therefore, it can be said that the stacking 
classifier performs quite remarkably with an overall accuracy of 99.98%. Since the accuracy of 

the classifier is very high, a blacklisting approach can be used by the CoAP server to prevent 

malicious devices from generating network traffic within the IoT network. 

 
Current limitations of the proposed system model include the assumption of secure verification 

between the IoT devices and the CA for server authentication. The model assumes a secure 

communication between the two which may be achieved through other handshake protocols like 
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TLS or a long term pre-shared secret which is inserted into the IoT devices and the CA. Both 
assumptions have their downsides in the proposed model. TLS uses traditional session key 

generation and public key encryption, which requires high computational power and hence not 

suitable for all IoT devices. Similarly, using a long term pre-shared secret is not suitable for the 

proposed use case and system model. Since any device capable of completing the proposed 
handshake protocol may enter the IoT network, distributing the pre-shared secret to the new 

devices poses a challenge. 

 
The deficiencies of the proposed network simulation setup include the behavior of the malicious 

IoT nodes. The attacker IoT nodes within the network simulation generate high amounts of 

malicious network traffic which makes it relatively easy for the server to detect the malicious 
nodes since the classifier used for autonomous anomaly detection has a high performance as 

presented before. This may not be the case in a real-life scenario where the malicious devices 

actively try to impersonate benign devices by generating small amounts of malicious network 

traffic to avoid detection. In such a case, the proposed network simulation setup may be improved 
to include a more comprehensive trust-score based approach adopted by the CoAP server. 

 

5. CONCLUSIONS 
 
In this work, a secure, lightweight handshake protocol, designed to work on top of CoAP for the 

autonomous device discovery and management of IoT devices of any complexity is proposed. 

The protocol makes use of a PUF for session key generation, as well as whitelisting and 

blacklisting methods for ensuring the network security. To the best of our knowledge, the 
presented PUF-based handshake protocol is the first to perform blacklisting and whitelisting. 

Anomaly detection using machine-learning techniques is utilized for blacklisting. An in-depth 

security analysis of the proposed handshake protocol is provided, where the resilience of the 
protocol against forgery, replay and MITM attacks is shown with simulation results. The paper 

also provides and discusses on a network traffic simulation carried out using the proposed 

handshake protocol. By gathering the specifications of IoT nodes, the CoAP server can decide to 
only allow nodes join or remain in the IoT network that satisfy certain specifications using 

whitelisting and blacklisting methods. Additionally, a comparison of various machine learning 

algorithms performances and their fitness for real-time anomaly detection is provided. Amongst 

the five machine learning algorithms studied, the stacking algorithm is shown to display the 
highest level of accuracy of 99.98% in detecting anomalous data in the network. Based on the 

results of the network simulation performed, the CoAP server inside the proposed setup was able 

to blacklist all the malicious devices within the IoT clients with perfect accuracy. 
 

Future work includes a comprehensive trust-score based blacklisting approach to further improve 

the performance of the proposed protocol. This improvement can make it easier for the server to 

detect malicious devices that impersonate benign devices by generating smaller amounts of 
malicious network traffic. 
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